Hibernate Mappings

Three most important mappings are:

* Mapping of collections,
* Mapping of associations between entity classes, and
* Component Mappings.

Collections Mappings

If an entity or class has collection of values for a particular variable, then we can map those values using any one of the collection interfaces available in java. Hibernate can persist instances of **java.util.Map, java.util.Set, java.util.SortedMap, java.util.SortedSet, java.util.List**, and any **array** of persistent entities or values.

|  |  |
| --- | --- |
| **Sr.No.** | **Collection type & Mapping Description** |
| 1 | [java.util.Set](https://www.tutorialspoint.com/hibernate/hibernate_set_mapping.htm)  This is mapped with a <set> element and initialized with java.util.HashSet |
| 2 | [java.util.SortedSet](https://www.tutorialspoint.com/hibernate/hibernate_sortedset_mapping.htm)  This is mapped with a <set> element and initialized with java.util.TreeSet. The **sort** attribute can be set to either a comparator or natural ordering. |
| 3 | [java.util.List](https://www.tutorialspoint.com/hibernate/hibernate_list_mapping.htm)  This is mapped with a <list> element and initialized with java.util.ArrayList |
| 4 | [java.util.Collection](https://www.tutorialspoint.com/hibernate/hibernate_bag_mapping.htm)  This is mapped with a <bag> or <ibag> element and initialized with java.util.ArrayList |
| 5 | [java.util.Map](https://www.tutorialspoint.com/hibernate/hibernate_map_mapping.htm)  This is mapped with a <map> element and initialized with java.util.HashMap |
| 6 | [java.util.SortedMap](https://www.tutorialspoint.com/hibernate/hibernate_sortedmap_mapping.htm)  This is mapped with a <map> element and initialized with java.util.TreeMap. The **sort** attribute can be set to either a comparator or natural ordering. |

## Association Mappings

The mapping of associations between entity classes and the relationships between tables is the soul of ORM. Following are the four ways in which the cardinality of the relationship between the objects can be expressed. An association mapping can be unidirectional as well as bidirectional.

|  |  |
| --- | --- |
| **r.No.** | **Mapping type & Description** |
| 1 | [Many-to-One](https://www.tutorialspoint.com/hibernate/hibernate_many_to_one_mapping.htm)  Mapping many-to-one relationship using Hibernate |
| 2 | [One-to-One](https://www.tutorialspoint.com/hibernate/hibernate_one_to_one_mapping.htm)  Mapping one-to-one relationship using Hibernate |
| 3 | [One-to-Many](https://www.tutorialspoint.com/hibernate/hibernate_one_to_many_mapping.htm)  Mapping one-to-many relationship using Hibernate |
| 4 | [Many-to-Many](https://www.tutorialspoint.com/hibernate/hibernate_many_to_many_mapping.htm)  Mapping many-to-many relationship using Hibernate |

Component Mappings

It is very much possible that an Entity class can have a reference to another class as a member variable. If the referred class does not have its own life cycle and completely depends on the life cycle of the owning entity class, then the referred class hence therefore is called as the **Component class**.

The mapping of Collection of Components is also possible in a similar way just as the mapping of regular Collections with minor configuration differences. We will see these two mappings in detail with examples.

|  |  |
| --- | --- |
| **Sr.No.** | **Mapping type & Description** |
| 1 | [Component Mappings](https://www.tutorialspoint.com/hibernate/hibernate_component_mappings.htm)  Mapping for a class having a reference to another class as a member variable. |

# Collection Mapping in Hibernate

We can map collection elements of Persistent class in Hibernate. You need to declare the type of collection in Persistent class from one of the following types:

* java.util.List
* java.util.Set
* java.util.SortedSet
* java.util.Map
* java.util.SortedMap
* java.util.Collection
* or write the implementation of org.hibernate.usertype.UserCollectionType

# Mapping List in Collection Mapping (using xml file)

Here, we are using the scenario of Forum where one question has multiple answers.

![Mapping List in hibernate](data:image/gif;base64,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)

Let's see how we can implement the list in the mapping file:

1. **class** name="com.javatpoint.Question" table="q100">
2. ...
3. <list name="answers" table="ans100">
4. <key column="qid"></key>
5. <index column="type"></index>
6. <element column="answer" type="string"></element>
7. </list>
9. ...
10. </**class**>

**\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_**

**package** com.javatpoint;

* **import** java.util.List;
* **public** **class** Question {
* **private** **int** id;
* **private** String qname;
* **private** List<String> answers;//List can be of any type
* //getters and setters
* }
* **package** com.javatpoint;
* **import** java.util.List;
* **public** **class** Answer {
* **private** **int** id;
* **private** String answer;
* **private** String posterName;
* //getters and setters
* }

### Mapping collection in mapping file

There are many subelements of **<class>** elements to map the collection. They are **<list>**, **<bag>**, **<set>** and **<map>**.

Now the mapping file will be:

1. <**class** name="com.javatpoint.Question" table="q100">
2. <id name="id">
3. <generator **class**="increment"></generator>
4. </id>
5. <property name="qname"></property>
7. <list name="answers" >
8. <key column="qid"></key>
9. <index column="type"></index>
10. <one-to-many **class**="com.javatpoint.Answer" />
11. </list>
13. </**class**>

Here, List is mapped by one-to-many relation. In this scenario, there can be many answers for one question.

### Understanding key element

The key element is used to define the foreign key in the joined table based on the original identity. The foreign key element is nullable by default. So for non-nullable foreign key, we need to specify not-null attribute such as:

The attributes of the key element are column, on-delete, property-ref, not-null, update and unique.

<key

column="columnname"

on-delete="noaction|cascade"

not-**null**="true|false"

property-ref="propertyName"

update="true|false"

unique="true|false"

/>

### Indexed collections

The collection elements can be categorized in two forms:

* **indexed** ,and
* **non-indexed**

The List and Map collection are indexed whereas set and bag collections are non-indexed. Here, indexed collection means List and Map requires an additional element **<index>**.

### Collection Elements

The collection elements can have value or entity reference (another class object). We can use one of the 4 elements

* **element**
* **component-element**
* **one-to-many**, or
* **many-to-many**

The element and component-element are used for normal value such as string, int etc. whereas one-to-many and many-to-many are used to map entity reference.

Need of association mapping:

Hibernate mappings are one of the key features of [Hibernate](http://www.hibernate.org/). They establish the relationship between two database tables as attributes in your model. That allows you to easily navigate the associations in your model and Criteria queries.

You can establish either unidirectional or bidirectional i.e you can either model them as an attribute on only one of the associated entities or on both. It will not impact your database mapping tables, but it defines in which direction you can use the relationship in your model and Criteria queries.

The relationship that can be established between entities are-

* **One to One** — It represents the one to one relationship between two tables.
* **One to Many/Many to One** — It represents the one to many relationship between two tables.
* **Many to Many** — It represents the many to many relationship between two tables.
* There is the ***One to One*** relationship between *Address*. *Address*must not be an Entity as it is a value type, but for this example, we will consider *Address*as a separate Entity.
* For the **One to One** relationship, we need to simply annotate the data member of the corresponding class with **@OneToOne.**After running the application, if we look after the table created by the hibernate, we will find that the *user\_details*table has all the fields i.e **id**, **userName,** along with a foreign key of *address* table column (in this example). If we want to achieve two-way binding like *User* object should have *Address* and vice-versa. Then we have to make the User object inside Address class and annotate it with **@OneToOne.**Then, the address table will also contain the foreign key of the user column.

<https://dzone.com/articles/hibernate-mapping>